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Commands used for running (after installing the packages):

* Generate the parser (it shouldn’t print anything if successful)
  + processes the lang.y file
  + **lang.tab.c**: The C source file implementing the parser based on your grammar.
  + **lang.tab.h**: A header file containing token definitions. Used in other parts like lexer (for ex).
  + **-d** generate the header file lang.tab.h
  + **-o lang.tab.c**: Specifies the output filename for the generated C source code (lang.tab.c)
  + ![](data:image/png;base64,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)
* Generate the lexer (it shouldn’t print anything if successful)
  + processes the lang.lxi file (lexical analyzer rules)
  + **lex.yy.c**: A C source file implementing the lexer. This file contains a yylex function that reads input, matches tokens, and passes them to the parser.
  + **-o lex.yy.c**: Specifies the output filename for the generated lexer (lex.yy.c)
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* Compile and link (it shouldn’t print anything if successful)
  + compiles and links the parser (lang.tab.c) and lexer (lex.yy.c) into an executable named lang
  + **lang.tab.c** and **lex.yy.c**: Parser source file generated by Bison and lexer source file generated by Flex.
  + **-lfl**: Links the Flex library, which provides required functions like yywrap used by the lexer
  + **-o lang**: the name of the output executable
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* Run for your chosen file (Outputs debug information, syntax analysis, or error messages)
  + The lexer (lex.yy.c) tokenizes the input and passes tokens to the parser.
  + The parser (lang.tab.c) processes the tokens based on your grammar rules.
  + Outputs debug information, syntax analysis, or error messages.
  + runs the compiled program (lang) with an input file (p1.txt)
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lang.lxi

%{

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include "lang.tab.h"

int line\_num = 1;

%}

%option noyywrap

%option caseless

DIGIT [0-9]

LETTER [a-zA-Z]

SYMBOLS [!#%^\*+-/<=>\_.,:;]

IDENTIFIER ({LETTER}|\_)+({LETTER}|{DIGIT})\*

INVALID\_IDENTIFIER ({DIGIT}+{LETTER}+|{DIGIT}+\_)

INTEGER\_CONSTANT [+-]?{DIGIT}+

STRING\_CONSTANT \"({LETTER}|{DIGIT}|{SYMBOLS})\*\"

%%

"BEGIN" { printf("Keyword found: %s\n", yytext); return BEGIN\_BLOCK; }

"END" { printf("Keyword found: %s\n", yytext); return END\_BLOCK; }

"if" { printf("Keyword found: %s\n", yytext); return IF; }

"else" { printf("Keyword found: %s\n", yytext); return ELSE; }

"while" { printf("Keyword found: %s\n", yytext); return WHILE; }

"read" { printf("Keyword found: %s\n", yytext); return READ; }

"write" { printf("Keyword found: %s\n", yytext); return WRITE; }

"int" { printf("Keyword found: %s\n", yytext); return INT; }

"string" { printf("Keyword found: %s\n", yytext); return STRING; }

"char" { printf("Keyword found: %s\n", yytext); return CHAR; }

"boolean" { printf("Keyword found: %s\n", yytext); return BOOLEAN; }

"real" { printf("Keyword found: %s\n", yytext); return REAL; }

"+" { printf("Operator found: %s\n", yytext); return PLUS; }

"-" { printf("Operator found: %s\n", yytext); return MINUS; }

"\*" { printf("Operator found: %s\n", yytext); return TIMES; }

"/" { printf("Operator found: %s\n", yytext); return DIVIDE; }

"%" { printf("Operator found: %s\n", yytext); return MODULO; }

"=" { printf("Operator found: %s\n", yytext); return ASSIGN; }

"==" { printf("Operator found: %s\n", yytext); return EQ; }

"!=" { printf("Operator found: %s\n", yytext); return NEQ; }

"<" { printf("Operator found: %s\n", yytext); return LESS; }

"<=" { printf("Operator found: %s\n", yytext); return LESSEQ; }

">" { printf("Operator found: %s\n", yytext); return GREATER; }

">=" { printf("Operator found: %s\n", yytext); return GREATEREQ; }

"{" { printf("Separator found: %s\n", yytext); return BRACEOPEN; }

"}" { printf("Separator found: %s\n", yytext); return BRACECLOSE; }

"(" { printf("Separator found: %s\n", yytext); return PARENOPEN; }

")" { printf("Separator found: %s\n", yytext); return PARENCLOSE; }

"[" { printf("Separator found: %s\n", yytext); return SQBRACKETOPEN; }

"]" { printf("Separator found: %s\n", yytext); return SQBRACKETCLOSE; }

":" { printf("Separator found: %s\n", yytext); return COLON; }

";" { printf("Separator found: %s\n", yytext); return SEMICOLON; }

{IDENTIFIER} { printf("Identifier found: %s\n", yytext); return IDENTIFIER; }

{INTEGER\_CONSTANT} { printf("Integer constant found: %s\n", yytext); return INTCONSTANT; }

{STRING\_CONSTANT} { printf("String constant found: %s\n", yytext); return STRINGCONSTANT; }

{INVALID\_IDENTIFIER} { printf("Invalid identifier: %s at line %d\n", yytext, line\_num); return INVALID; }

[ \t]+ { /\* Skip whitespace \*/ }

"//".\* { /\* Skip comments \*/ }

\n { ++line\_num; }

. { printf("Unrecognized token: %s at line %d\n", yytext, line\_num); exit(1); }

%%

lang.y  
  
%{

#include "lexer.h"

#include <stdio.h>

#include <stdlib.h>

#define YYDEBUG 1

int yyerror(const char \*s);

%}

%token BEGIN\_BLOCK END\_BLOCK IF ELSE WHILE READ WRITE INT STRING CHAR BOOLEAN REAL

%token PLUS MINUS TIMES DIVIDE MODULO ASSIGN EQ NEQ LESS LESSEQ GREATER GREATEREQ

%token BRACEOPEN BRACECLOSE PARENOPEN PARENCLOSE SQBRACKETOPEN SQBRACKETCLOSE

%token COLON SEMICOLON IDENTIFIER INTCONSTANT STRINGCONSTANT

%token INVALID

%start program

%%

program : BEGIN\_BLOCK stmtlist END\_BLOCK {

printf("program -> BEGIN\_BLOCK stmtlist END\_BLOCK\n");

}

;

stmtlist : stmt {

printf("stmtlist -> stmt\n");

}

| stmt stmtlist {

printf("stmtlist -> stmt stmtlist\n");

}

;

stmt : simplstmt {

printf("stmt -> simplstmt\n");

}

| structstmt {

printf("stmt -> structstmt\n");

}

;

simplstmt : declaration {

printf("simplstmt -> declaration\n");

}

| assignstmt {

printf("simplstmt -> assignstmt\n");

}

| iostmt {

printf("simplstmt -> iostmt\n");

}

;

declaration : IDENTIFIER COLON type SEMICOLON {

printf("declaration -> IDENTIFIER : type ;\n");

}

;

type : INT {

printf("type -> INT\n");

}

| STRING {

printf("type -> STRING\n");

}

| CHAR {

printf("type -> CHAR\n");

}

| BOOLEAN {

printf("type -> BOOLEAN\n");

}

| REAL {

printf("type -> REAL\n");

}

;

assignstmt : IDENTIFIER ASSIGN expression SEMICOLON {

printf("assignstmt -> IDENTIFIER = expression ;\n");

}

;

expression : term {

printf("expression -> term\n");

}

| term PLUS expression {

printf("expression -> term + expression\n");

}

| term MINUS expression {

printf("expression -> term - expression\n");

}

;

term : IDENTIFIER {

printf("term -> IDENTIFIER\n");

}

| INTCONSTANT {

printf("term -> INTCONSTANT\n");

}

| STRINGCONSTANT {

printf("term -> STRINGCONSTANT\n");

}

;

iostmt : READ PARENOPEN IDENTIFIER PARENCLOSE SEMICOLON {

printf("iostmt -> READ ( IDENTIFIER ) ;\n");

}

| WRITE PARENOPEN expression PARENCLOSE SEMICOLON {

printf("iostmt -> WRITE ( expression ) ;\n");

}

;

structstmt : ifstmt {

printf("structstmt -> ifstmt\n");

}

| whilestmt {

printf("structstmt -> whilestmt\n");

}

;

ifstmt : IF condition BRACEOPEN stmtlist BRACECLOSE {

printf("ifstmt -> IF condition { stmtlist }\n");

}

| IF condition BRACEOPEN stmtlist BRACECLOSE ELSE BRACEOPEN stmtlist BRACECLOSE {

printf("ifstmt -> IF condition { stmtlist } ELSE { stmtlist }\n");

}

;

whilestmt : WHILE condition BRACEOPEN stmtlist BRACECLOSE {

printf("whilestmt -> WHILE condition { stmtlist }\n");

}

;

condition : expression LESS expression {

printf("condition -> expression < expression\n");

}

| expression LESSEQ expression {

printf("condition -> expression <= expression\n");

}

| expression GREATER expression {

printf("condition -> expression > expression\n");

}

| expression GREATEREQ expression {

printf("condition -> expression >= expression\n");

}

| expression EQ expression {

printf("condition -> expression == expression\n");

}

| expression NEQ expression {

printf("condition -> expression != expression\n");

}

;

%%

int yyerror(const char \*s) {

printf("Error: %s\n", s);

return 0;

}

extern FILE \*yyin;

int main(int argc, char \*\*argv) {

if (argc > 1) {

yyin = fopen(argv[1], "r");

if (!yyin) {

perror("Failed to open file");

return 1;

}

}

if (!yyparse()) {

printf("Parsing completed successfully.\n");

} else {

printf("Parsing failed.\n");

}

return 0;

}